**Program-1: WAP to implement Insertion sort**

**Theory:**

Insertion sort is a simple sorting algorithm that works by iteratively building a sorted subarray starting from the leftmost element. It compares each element with the elements to its left and inserts it in the correct position to maintain the sorted order.

**Complexity:**

**Best case:** O(n) (when the array is already sorted)

**Average case:** O(n^2)

**Worst case:** O(n^2) (when the array is sorted in reverse order)

**Algorithm**:

**Initialize:** Start with the second element (index 1).

**Compare and insert:**

* Compare the current element with the elements to its left.
* If the current element is smaller than the previous element, shift the previous element to the right.
* Repeat this process until the correct position for the current element is found.
* Insert the current element in the found position.

**Iterate:** Move to the next element and repeat steps 2 and 3 until the entire array is sorted.

**Code:**

#include <stdio.h>

void insertion\_sort(int arr[], int n) {

int i, key, j;

for (i = 1; i < n; i++) {

key = arr[i];

j = i - 1;

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

int main() {

int arr[] = {12, 11, 13, 5, 6};

int n = sizeof(arr) / sizeof(arr[0]);

insertion\_sort(arr, n);

printf("Sorted array: \n");

for (int i = 0; i < n; i++)

printf("%d ", arr[i]);

printf("\n");

return 0;

}

**Output:**
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**Program-2: WAP to implement Binary Search**

**Theory:**

Binary search is a searching algorithm that efficiently locates a target element within a sorted array. It works by repeatedly dividing the search interval in half until the target element is found or determined to be absent.

**Complexity:**

**Best case**: O(1) (when the target element is the middle element)

**Average case**: O(log n)

**Worst case:** O(log n

**Algorithm:**

**Initialize:** Set left to 0 and right to the array size minus 1.

**Check middle element:** Calculate the middle index mid as (left + right) / 2.

**Compare:**

* If the target element is at mid, return mid.
* If the target element is less than arr[mid], update right to mid - 1.
* If the target element is greater than arr[mid], update left to mid + 1.

**Repeat:** Repeat steps 2 and 3 until left becomes greater than right. If the loop terminates without finding the target, it means the target is not present in the array.

**Code:**

#include <stdio.h>

int binary\_search(int arr[], int n, int x) {

int left = 0;

int right = n - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (arr[mid] == x)

return mid;

if (arr[mid] < x)

left = mid + 1;

else

right = mid - 1;

}

return -1; // Target not found

}

int main() {

int arr[] = {2, 3, 4, 10, 40};

int n = sizeof(arr) / sizeof(arr[0]);

int x = 10;

int result = binary\_search(arr, n, x);

if (result == -1)

printf("Element is not present in array\n");

else

printf("Element is present at index %d\n", result);

return 0;

}

**Output:**
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**Program-3: WAP to implement Selection Sort**

**Theory:**

**Selection Sort** is a simple comparison-based sorting algorithm that divides the array into two parts: a sorted part and an unsorted part. Initially, the sorted part is empty, and the unsorted part is the entire array. The algorithm repeatedly selects the smallest (or largest, depending on the sorting order) element from the unsorted part and swaps it with the leftmost unsorted element, moving the boundary between sorted and unsorted sections

**Time complexity:**

**Best-case complexity: O(n²**)  
This happens when the array is already sorted, but the algorithm still checks every element in each pass.

**Worst-case complexity: O(n²)**  
This occurs when the array is sorted in reverse order because every comparison still needs to be made.

**Average-case complexity: O(n²)**  
This is because, regardless of the input, the algorithm always performs O(n²) comparisons.

**Space complexity: O(1)**  
Selection Sort is an in-place algorithm, meaning it requires a constant amount of additional memory.

**Stability: Not stable**  
Selection Sort is not a stable sorting algorithm because it may change the relative order of elements with equal values during swaps.

**Algorithm:**

1. Start with the first element, assuming it is the smallest.
2. Compare this element with all the other elements in the array.
3. If a smaller element is found, set it as the new minimum.
4. After one full pass through the array, swap the minimum element found with the first element of the unsorted part.
5. Move to the next element and repeat the process for the remaining unsorted part of the array.
6. Continue this process until the entire array is sorted.

**Code**:

#include <stdio.h>

// Function to swap two elements

void swap(int \*xp, int \*yp) {

int temp = \*xp;

\*xp = \*yp;

\*yp = temp;

}

// Function to perform selection sort

void selectionSort(int arr[], int n) {

int i, j, min\_index;

// One by one move the boundary of the unsorted subarray

for (i = 0; i < n - 1; i++) {

// Find the minimum element in the unsorted array

min\_index = i;

for (j = i + 1; j < n; j++) {

if (arr[j] < arr[min\_index]) {

min\_index = j;

}

}

// Swap the found minimum element with the first element

swap(&arr[min\_index], &arr[i]);

}

}

// Function to print the array

void printArray(int arr[], int size) {

int i;

for (i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {65, 55, 88, 54, 50, 68, 62, 48, 31, 21, 52};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: \n");

printArray(arr, n);

// Perform selection sort

selectionSort(arr, n);

printf("\nSorted array: \n");

printArray(arr, n);

return 0;

}

**Output**:
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**Program-4: WAP to implement Merge Sort**

**Theory**:

Merge Sort is a divide-and-conquer algorithm that divides the input array into two halves, recursively sorts both halves, and then merges the sorted halves back together. The merging process involves comparing the smallest unmerged elements from each half and placing the smaller one into the new sorted array.

Characteristics:

* Stable: Maintains the relative order of equal elements.
* Time Complexity: O(n log n) for all cases (best, average, and worst).
* Space Complexity: O(n) due to the temporary arrays used during merging.

**Complexity:**

* Time: O(n log n) for all cases (best, average, worst)
* Space: O(n) (for the temporary array)

**Algorithm:**

**Check Base Case**: If the array has one or no elements, return the array.

**Divide**: Find the middle index and split the array into two halves:

* Left half: arr[left:mid]
* Right half: arr[mid:right]

**Conquer**: Recursively call Merge Sort on both halves.

**Merge**:

* Create temporary arrays for left and right.
* Initialize pointers for left, right, and the main array.
* Compare elements from both arrays and place the smaller one into the main array.
* If elements remain in one half, append them to the main array.

**Return the Merged Array**.

**Code**:

#include <stdio.h>

void merge(int arr[], int left, int mid, int right) {

int i, j, k;

int n1 = mid - left + 1;

int n2 = right - mid;

int L[n1], R[n2];

for (i = 0; i < n1; i++)

L[i] = arr[left + i];

for (j = 0; j < n2; j++)

R[j] = arr[mid + 1 + j];

i = 0; j = 0; k = left;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

} else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int left, int right) {

if (left < right) {

int mid = left + (right - left) / 2;

mergeSort(arr, left, mid);

mergeSort(arr, mid + 1, right);

merge(arr, left, mid, right);

}

}

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++)

printf("%d ", arr[i]);

printf("\n");

}

int main() {

int arr[] = {38, 27, 43, 3, 9, 82, 10};

int arrSize = sizeof(arr) / sizeof(arr[0]);

printf("Unsorted array: \n");

printArray(arr, arrSize);

mergeSort(arr, 0, arrSize - 1);

printf("Sorted array: \n");

printArray(arr, arrSize);

return 0;

}

**Output:**
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**Program-5 WAP to implement Quick Sort:**

**Theory:**

Quick Sort also employs a divide-and-conquer strategy but operates differently by selecting a "pivot" element. The array is partitioned into elements less than the pivot and elements greater than the pivot. This process is performed recursively on the sub-arrays until they are sorted.

Characteristics**:**

* **In-Place:** Sorts the array without needing extra space for a copy.
* **Time Complexity:** O(n log n) on average, but O(n²) in the worst case (when the smallest or largest element is consistently chosen as the pivot).
* **Not Stable:** The relative order of equal elements may not be preserved.

**Complexity:**

* Time: O(n log n) on average, O(n²) in the worst case
* Space: O(log n) (for recursion stack)

**Algorithm**:

* Choose a Pivot: Select the last element as the pivot.

Partition:

* Initialize a pointer i to keep track of the smaller elements.
* Iterate through the array with a pointer j:

If arr[j] < pivot, increment i and swap arr[i] with arr[j].

* After the loop, swap the pivot with arr[i + 1] to place it in the correct position.

Recursively Apply:

* Call Quick Sort on the left sub-array (low to pi - 1).
* Call Quick Sort on the right sub-array (pi + 1 to high).

Return the Sorted Array.

**Code**:

#include <stdio.h>

int partition(int arr[], int low, int high) {

int pivot = arr[high];

int i = (low - 1);

for (int j = low; j <= high - 1; j++) {

if (arr[j] < pivot) {

i++;

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

int temp = arr[i + 1];

arr[i + 1] = arr[high];

arr[high] = temp;

return (i + 1);

}

void quickSort(int arr[], int low, int high) {

if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++)

printf("%d ", arr[i]);

printf("\n");

}

int main() {

int arr[] = {10, 7, 8, 9, 1, 5};

int arrSize = sizeof(arr) / sizeof(arr[0]);

printf("Unsorted array: \n");

printArray(arr, arrSize);

quickSort(arr, 0, arrSize - 1);

printf("Sorted array: \n");

printArray(arr, arrSize);

return 0;

}

**Output**:

![](data:image/png;base64,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)

**Program-6: WAP to implement Heap Sort**

**Theory:**

Heap Sort utilizes a binary heap data structure to sort elements. It first transforms the array into a max heap (where each parent node is greater than or equal to its child nodes), then repeatedly extracts the maximum element (the root of the heap) and rebuilds the heap until all elements are sorted.

Characteristics:

* In-Place: Requires only a constant amount of additional storage space.
* Time Complexity: O(n log n) for all cases.
* Not Stable: The order of equal elements can change

**Complexity**:

Time: O(n log n) for all cases

Space: O(1) (in-place sorting)

**Algorithm**:

* Build a Max Heap:
* For each non-leaf node from the bottom up, apply the heapify process:
  + Compare the node with its children.
  + Swap with the largest child if necessary and continue heapifying.
* Extract Elements:
* Swap the root (largest element) with the last element in the heap.
* Reduce the heap size by one.
* Restore the Max Heap:
* Apply the heapify process on the root to maintain the heap property.
* Repeat: Continue extracting and heapifying until the heap is empty.
* Return the Sorted Array.

**Code**:

#include <stdio.h>

void swap(int\* a, int\* b) {

int t = \*a;

\*a = \*b;

\*b = t;

}

void heapify(int arr[], int n, int i) {

int largest = i;

int left = 2 \* i + 1;

int right = 2 \* i + 2;

if (left < n && arr[left] > arr[largest])

largest = left;

if (right < n && arr[right] > arr[largest])

largest = right;

if (largest != i) {

swap(&arr[i], &arr[largest]);

heapify(arr, n, largest);

}

}

void heapSort(int arr[], int n) {

for (int i = n / 2 - 1; i >= 0; i--)

heapify(arr, n, i);

for (int i = n - 1; i >= 0; i--) {

swap(&arr[0], &arr[i]);

heapify(arr, i, 0);

}

}

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++)

printf("%d ", arr[i]);

printf("\n");

}

int main() {

int arr[] = {12, 11, 13, 5, 6, 7};

int arrSize = sizeof(arr) / sizeof(arr[0]);

printf("Unsorted array: \n");

printArray(arr, arrSize);

heapSort(arr, arrSize);

printf("Sorted array: \n");

printArray(arr, arrSize);

return 0;

}

**Output**:
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